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**Лабораторна робота №2**

**Списки**

**Тема роботи:** Бінарні дерева.

**Мета роботи:** Складання алгоритмів з використанням бінарних дерев.

**Завдання 12.**

Створити бінарне дерево (виберіть згідно Вашого завдання), вивести його. Реалізувати функції: друку дерева (тип обходу згідно варіанту), створення/видалення дерева, вставки елементу, видалення елементу, пошуку елементу.

Дерево містить елементи типу char, тип обходу – зворотній.

**Висновок:** При написанні програми я ознайомився з складанням алгоритмів з використанням бінарних дерев. Ціль цих дерев це: швидкі операції вставки/видалення та швидкого пошуку. Дізналися, що є 3 види обходу дерева: прямий, симетричний та зворотній.
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TreePtr tree = createTree()

insertNode(value)
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printTree(tree)
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destroyTree(tree);
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в елемента один нащадок
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